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Figure 1: Circuit Check’s User Interface (left) and a student debugging an e-textile project with Circuit Check (right)

ABSTRACT
My doctoral research focuses on the design of tools that scaffold the
debugging process for students crafting e-textiles, a type of physi-
cal computing where circuits are woven together with conductive
thread and textile fabrics. While this can be a creative medium for
children to learn and experience computing, they struggle with
locating errors in this mixed hardware/software environment - is
the LED not turning on due to a fault in the circuit, an issue within
the code, or some combination of the two? To address this issue,
my study will follow a Design-Based Research approach to investi-
gate and iterate on the design of debugging scaffolds. My primary
scaffold is Circuit Check, an interactive web-based debugger that
enables students to easily observe and test their hardware com-
ponents. Preliminary findings from classroom observations have
shown both the strong need for, and benefits of, Circuit Check’s
approach of supporting debugging through system exploration.

CCS CONCEPTS
• Applied computing → Education; • Software and its engi-
neering → Software testing and debugging.
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1 INTRODUCTION
Traditionally, students learn computer science topics through de-
signing and programming software within the virtual space of their
computer, but there has been growing interest in teaching students
programming through crafting physical computing systems [5, 9].
Topics such as conditional logic and loops are still covered, but in-
stead of interacting with digital artifacts on their screen, a student
creates a project that senses and interacts with the physical world.
A unique style of physical computing can be found in e-textiles
where instead of designing and constructing circuits with insulated
wires and breadboards, students sew electronic components into
fabrics with conductive thread[4]. While blending textile crafting
and electrical engineering enables students to create meaningful
projects, these e-textile projects can be tricky to debug [10]. Debug-
ging, the act of finding and fixing bugs (or errors), has long been a
challenge for students learning to program [12] but that challenge
is intensified in physical computing, where students struggle to
locate errors that can occur not only in their software but also in
their hardware [3, 5, 10]. Part of the the reason why it is so difficult
for students to locate errors comes from the naive approaches they
often employ in debugging.

Inexperienced students often apply a trial-and-error approach
to debugging where they will make changes to their code as they
evaluate it line-by-line [16]. But with these changes comes the
possibility of introducing new bugs [14], which must then also be
fixed. Now making mistakes while debugging is not necessarily a
bad thing.Mistakes are a normal part of the learning process and can
help highlight student misconceptions and provide an opportunity
to grow their debugging skills [12]. But this approach can become
problematic when a student loses track of haphazardly made edits,
becomes overwhelmed with the debugging process, and then stops
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trying to debug and instead wait for someone else to fix the bug
for them [14]. While some amount of struggle or difficulty can be
beneficial for learning [2], a balance must be maintained to ensure
that the amount of struggle a student experiences does not lead to
anxiety and/or abandonment of their project [1]. Researchers have
proposed different approaches to support students in overcoming
the challenges of debugging, from explicitly teaching debugging
strategies [13] to novel interactive software debugging tools [11].
But most of these interventions were designed around the needs of
students learning to write code, not those working to create with
physical computing systems like e-textiles [10]

Few tools are designed for developing and debugging e-textile
circuits [15] and while software tools for physical computing can
be adapted to e-textiles they are either designed for professional
engineers [6], or are simple but difficult, initially, for students to
correctly implement (e.g. proper placement of print statements
or selection of code to comment-out [7]). The paucity of tools
is problematic because in order to debug their e-textile project,
a student must be able to test and observe its components (e.g.
sensors, actuators, and variables). I have addressed this need by
creating Circuit Check, a web-based debugging tool that enables
students to easily observe and test their e-textile components while
also making it easier for teachers to guide their students through
the debugging process. The design and evaluation of Circuit Check
has been informed by qualitative research techniques, coupled with
informal observations of students crafting e-textiles and formal
classroom observations of teachers supporting students in crafting
e-textile projects.

2 RESEARCH QUESTIONS
RQ1 What are the design considerations for debugging tools in

the domain of e-textiles for supporting student exploration
of system behavior?

RQ2 What resources do teachers require to facilitate the debug-
ging process with their students, within physical computing?

3 INTERVENTION
When debugging, students often struggle with gathering the nec-
essary information to understand what is happening within their
e-textile system - what is the current reading for their light sensor
or is the microcontroller providing power to a given LED? Tradi-
tionally, in order to find this information a student would need to
modify their project’s code by either injecting new lines of code (e.g.
print statements to observe a sensor) or by removing existing lines
of their code (e.g. commenting out blocks of code to isolate and test
specific components). However, these traditional techniques are not
ideal for students or their teachers. Guiding a student who is new to
programming and physical computing through the necessary steps
of traditional debugging techniques can not only be time consum-
ing, but anytime modifications are introduced, there is the potential
to create new bugs [14]. These new bugs will in turn need to be
resolved, which only further increases the difficulty of fixing the
original bug. Circuit Check, Figure 2, has been designed to address
this issue by enabling students to observe live sensor readings and
test hardware components without requiring any code modifica-
tions. Instead, Circuit Check’s debugging features are embedded

into the student’s compiled program through a provided library
(Arduino) or extension (MakeCode). This means that at any point
in the development process, from initial draft to finalized project,
the student can evaluate their system with Circuit Check.

3.1 Debugging Scenario
Early projects students design often use an LED to act as a signal,
where the student’s program will turn the LED on or off based on
some condition - for example, a specific sensor value or range of
values being reached. To figure out why an LED won’t turn on, a
studentmust check for the presence of hardware and software faults.
To check for hardware faults, a student can pause their running
program, isolating the hardware from the software, and test if the
LED is physically able to turn ON (Figure 2 (Left)). To check for
logical errors in their software, a student can use Circuit Check
to observe a live sensor reading. As shown in Figure 2 (Right), a
student can select any of their system’s sensors and observe a live
readout of its data. In addition to viewing sensor data, the student
can watch and update their project’s variables - monitoring for
changes after each iteration of their forever loop or testing the
system by setting a variable to a specific value.

Figure 2: Screenshots of Circuit Check’s User Interface - (Left)
Testing an actuator to check for hardware errors, (Right)
Observing live sensor data and modifying variables to check
for logical errors in the software.

4 METHODOLOGY
The conceptual framework guiding my dissertation is grounded
in Dr. Warshauer’s Productive Struggles Framework (PSF) [17], a
framework for qualitatively analyzing teacher-student interactions
during moments of struggle in K-12 mathematics classrooms. Due
to key differences in the style of student-teacher interactions in
math versus computer science classrooms, PSF cannot be directly
mapped to the context of debugging. For example, when a teacher
supports a student struggling to answer a math problem the teacher
typically knows what solution they are working towards. In con-
trast, when supporting a student struggling with debugging the
teacher often does not know what bug or error the student needs
to find and fix. This in turn affects the type of struggles and re-
sponses that will occur in a debugging interaction. In a related
research project [8], I have assisted in analyzing the pedagogical
moves teachers use to support their students in debugging physical
computing systems. I plan to use this study to adapt the Productive
Struggles Framework for debugging, where instead of focusing on
the student’s cognitive load the focus will be on how a teacher’s
responses and actions support debugging with or debugging for a
student. By debugging for a student, a teacher can help a student
quickly overcome a challenging bug but this comes at the cost of
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the student’s growth in debugging - they cannot learn to debug if
they are not given the opportunity to work through the debugging
process. To understand how student-teacher interactions during
debugging fit within this modified framework, I plan to collect and
analyze data from classroom observations and professional devel-
opment workshops with teachers, both will focus on creating and
debugging e-textiles.

5 RESEARCH TIMELINE
My dissertation consists of three observational studies, which focus
on (1) e-textile summer camp programs, (2) e-textiles integrated into
STEM classrooms, and (3) professional development workshops for
teachers covering e-textile curriculum.

Summer Camp Programs - Completed - RQ1
Summer ’21 and ’22: During the summer camp programs

I taught middle school aged students to craft e-textile
projects, which covered the basics of circuitry, sewing, and
programming. Serving as the teacher, I helped the campers
with debugging their projects by using early prototypes of
Circuit Check. From my analysis of the transcripts of our
debugging sessions, my personal notes, and images taken
of their projects, I found that the most pressing need for
the campers was to explore. Everything, from coding to
sewing, was new to them and they needed the opportunity
to play with their hardware components and see what they
could do. Based on this, I simplified both Circuit Check’s
UI and its supporting library to better ease students into
exploration while debugging and reduce the amount of
time spent learning how to use Circuit Check.

STEM Classrooms - In Progress - RQ1, RQ2
Fall 2022: I co-designed e-textile curriculum with two high

school STEM teachers that incorporated Circuit Check
for debugging. I collected observational data during its
implementation where the teachers taught the material
and I served as an additional support for debugging. The
data I collected includes video recordings of each class pe-
riod, audio recordings from the teacher and myself, photos
of student projects, and video recordings of my closing
interviews with each teacher.

Spring, Summer 2022: I have not yet analyzed the recorded
data. I am working on a plan with my adviser and disserta-
tion committee for analyzing the data and plan to complete
my analysis by the end of summer 2022.

Professional Development - Not Commenced - RQ2
Summer, Fall 2023: For the final stage of my dissertation

I plan to create and run professional development work-
shops to train K-12 teachers both in how to create e-textile
projects and integrate e-textiles into their existing curricu-
lum. I plan to cover debugging strategies and how to use
Circuit Check to guide students through the debugging
process.
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